Файловый менеджер на питоне в 430 строк для начинающих и чайников

Python,

Программирование

Из песочницы

Всем привет!

Я захотел обобщить свои знания питона и решил написать файловый менеджер для пк.
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# Внимание!

# Импорт библиотек:

import tkinter

import os

import subprocess

from tkinter import messagebox

from tkinter import simpledialog

# Главное меню:

class MainContextMenu(tkinter.Menu):

''' Контекстное меню для внутренней области директории'''

def \_\_init\_\_(self, main\_window, parent):

super(MainContextMenu, self).\_\_init\_\_(parent, tearoff = 0)

self.main\_window = main\_window

self.add\_command(label="Создать директорию", command = self.create\_dir)

self.add\_command(label="Создать файл", command = self.create\_file)

def popup\_menu(self, event):

''' функция для активации контекстного меню'''

#если активны другие меню - отменяем их

if self.main\_window.file\_context\_menu:

self.main\_window.file\_context\_menu.unpost()

if self.main\_window.dir\_context\_menu:

self.main\_window.dir\_context\_menu.unpost()

self.post(event.x\_root, event.y\_root)

def create\_dir(self):

''' функция для создания новой директории в текущей'''

dir\_name = simpledialog.askstring("Новая директория", "Введите название новой директории")

if dir\_name:

command = "mkdir {0}".format(dir\_name).split(' ')

#выполняем команду отдельным процессом

process = subprocess.Popen(command, cwd=self.main\_window.path\_text.get(), stdout = subprocess.PIPE, stderr = subprocess.PIPE)

out, err = process.communicate()

#при возникновении ошибки выводим сообщение

if err:

messagebox.showwarning("Операция невозможна!","Отказано в доступе.")

self.main\_window.refresh\_window()

def create\_file(self):

''' функция для создания нового файла в текущей директории'''

dir\_name = simpledialog.askstring("Новый файл", "Введите название нового файла")

if dir\_name:

command = "touch {0}".format(dir\_name).split(' ')

#выполняем команду отдельным процессом

process = subprocess.Popen(command, cwd=self.main\_window.path\_text.get(), stdout = subprocess.PIPE, stderr = subprocess.PIPE)

out, err = process.communicate()

#при возникновении ошибки выводим сообщение

if err:

messagebox.showwarning("Операция невозможна!","Отказано в доступе.")

self.main\_window.refresh\_window()

def insert\_to\_dir(self):

''' функция для копирования файла или директории в текущую директорию'''

copy\_obj = self.main\_window.buff

to\_dir = self.main\_window.path\_text.get()

if os.path.isdir(self.main\_window.buff):

#выполняем команду отдельным процессом

process = subprocess.Popen(['cp', '-r', copy\_obj, to\_dir], stdout = subprocess.PIPE, stderr = subprocess.PIPE)

out, err = process.communicate()

if err:

messagebox.showwarning("Операция невозможна!", err.decode("utf-8"))

else:

#выполняем команду отдельным процессом

process = subprocess.Popen(['cp', '-n', copy\_obj, to\_dir], stdout = subprocess.PIPE, stderr = subprocess.PIPE)

out, err = process.communicate()

#при возникновении ошибки выводим сообщение

if err:

messagebox.showwarning("Операция невозможна!",err.decode("utf-8"))

self.main\_window.refresh\_window()

# При нажатии на файл должно выводиться контекстное меню:

![](data:image/png;base64,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)

class FileContextMenu(tkinter.Menu):

def \_\_init\_\_(self, main\_window, parent):

super(FileContextMenu, self).\_\_init\_\_(parent, tearoff = 0)

self.main\_window = main\_window

self.add\_command(label="Открыть файл", command = self.open\_file)

self.add\_separator()

self.add\_command(label="Копировать", command = self.copy\_file)

self.add\_command(label="Переименовать", command = self.rename\_file)

self.add\_separator()

self.add\_command(label="Удалить", command = self.delete\_file)

def open\_file(self):

''' функция для открытия файла сторонними программами'''

ext = self.main\_window.take\_extention\_file(self.main\_window.selected\_file)

full\_path = self.main\_window.path\_text.get() + self.main\_window.selected\_file

if ext in ['txt', 'py', 'html', 'css', 'js']:

if 'mousepad' in self.main\_window.all\_program:

subprocess.Popen(["mousepad", full\_path], start\_new\_session = True)

else:

self.problem\_message()

elif ext == 'pdf':

if 'evince' in self.main\_window.all\_program:

subprocess.run(["evince", full\_path], start\_new\_session = True)

else:

self.problem\_message()

elif ext in ['png', 'jpeg', 'jpg', 'gif']:

if 'ristretto' in self.main\_window.all\_program:

subprocess.run(["ristretto", full\_path], start\_new\_session = True)

else:

self.problem\_message()

else:

self.problem\_message()

def problem\_message(self):

messagebox.showwarning("Проблема при открытии файла", 'Прости, но я не могу открыть этот файл')

def copy\_file(self):

''' функция для копирования файла'''

#заносим полный путь к файлу в буффер

self.main\_window.buff = self.main\_window.path\_text.get() + self.main\_window.selected\_file

self.main\_window.refresh\_window()

def delete\_file(self):

''' функция для удаления выбранного файла'''

full\_path = self.main\_window.path\_text.get() + self.main\_window.selected\_file

#выполняем команду отдельным процессом

process = subprocess.Popen(['rm', full\_path], stdout=subprocess.PIPE, stderr=subprocess.PIPE)

output, err = process.communicate()

#при возникновении ошибки выводим сообщение

if err:

messagebox.showwarning("Проблема при удалении файла", 'У Вас нет прав для удаления данного файла')

self.main\_window.refresh\_window()

def rename\_file(self):

''' функция для переименования выбранного файла'''

new\_name = simpledialog.askstring("Переименование файла", "Введите новое название файла")

if new\_name:

old\_file = self.main\_window.path\_text.get() + self.main\_window.selected\_file

new\_file = self.main\_window.path\_text.get() + new\_name

#выполняем команду отдельным процессом

process = subprocess.Popen(['mv', old\_file, new\_file], stdout=subprocess.PIPE, stderr=subprocess.PIPE)

output, err = process.communicate()

#при возникновении ошибки выводим сообщение

if err:

messagebox.showwarning("Проблема при переименовании файла", 'У Вас нет прав для переименования данного файла')

self.main\_window.refresh\_window()

def popup\_menu(self, event):

''' функция для активации контекстного меню'''

self.post(event.x\_root, event.y\_root)

#если активны другие меню - отменяем их

if self.main\_window.main\_context\_menu:

self.main\_window.main\_context\_menu.unpost()

if self.main\_window.dir\_context\_menu:

self.main\_window.dir\_context\_menu.unpost()

self.main\_window.selected\_file = event.widget["text"]

# То же самое для директории:

class DirContextMenu(tkinter.Menu):

def \_\_init\_\_(self, main\_window, parent):

super(DirContextMenu, self).\_\_init\_\_(parent, tearoff = 0)

self.main\_window = main\_window

self.add\_command(label="Переименовать", command = self.rename\_dir)

self.add\_command(label="Копировать", command = self.copy\_dir)

self.add\_separator()

self.add\_command(label="Удалить", command = self.delete\_dir)

def copy\_dir(self):

''' функция для копирования директории'''

self.main\_window.buff = self.main\_window.path\_text.get() + self.main\_window.selected\_file

self.main\_window.refresh\_window()

def delete\_dir(self):

''' функция для удаления выбранной директории'''

full\_path = self.main\_window.path\_text.get() + self.main\_window.selected\_file

if os.path.isdir(full\_path):

#выполняем команду отдельным процессом

process = subprocess.Popen(['rm', '-rf', full\_path], stdout=subprocess.PIPE, stderr=subprocess.PIPE)

output, err = process.communicate()

#при возникновении ошибки выводим сообщение

if err:

messagebox.showwarning("Проблема при удалении директории", 'У Вас нет прав для удаления данной директории')

self.main\_window.refresh\_window()

def rename\_dir(self):

''' функция для переименования выбранной директории'''

new\_name = simpledialog.askstring("Переименование директории", "Введите новое название директории")

if new\_name:

old\_dir = self.main\_window.path\_text.get() + self.main\_window.selected\_file

new\_dir = self.main\_window.path\_text.get() + new\_name

#выполняем команду отдельным процессом

process = subprocess.Popen(['mv', old\_dir, new\_dir], stdout=subprocess.PIPE, stderr=subprocess.PIPE)

output, err = process.communicate()

#при возникновении ошибки выводим сообщение

if err:

messagebox.showwarning("Проблема при переименовании директории", 'У Вас нет прав для переименования данной директории')

self.main\_window.refresh\_window()

def popup\_menu(self, event):

''' функция для активации контекстного меню'''

self.post(event.x\_root, event.y\_root)

#если активны другие меню - отменяем их

if self.main\_window.main\_context\_menu:

self.main\_window.main\_context\_menu.unpost()

if self.main\_window.file\_context\_menu:

self.main\_window.file\_context\_menu.unpost()

self.main\_window.selected\_file = event.widget["text"]

# Класс основного окна:

class MainWindow():

''' Класс основного окна'''

def \_\_init\_\_(self):

self.root = tkinter.Tk()

self.root.title("FileManager")

self.root.resizable(width = False, height = False)

self.root.geometry('450x300')

self.hidden\_dir = tkinter.IntVar()

self.buff = None

self.all\_program = os.listdir('C:/')

self.root.bind('<Button-1>', self.root\_click)

self.root.bind('<FocusOut>', self.root\_click)

#top frame

self.title\_frame = tkinter.Frame(self.root)

self.title\_frame.pack(fill = 'both', expand = True)

#back button

self.back\_button = tkinter.Button(self.title\_frame, text = "..", command = self.parent\_dir, width = 1, height = 1)

self.back\_button.pack(side = 'left')

#path entry

self.path\_text = tkinter.StringVar()

self.path\_text.set('/')

self.current\_path = tkinter.Entry(self.title\_frame, textvariable = self.path\_text, width = 40, state='readonly')

self.current\_path.pack(side = 'left')

#button show/hidde hidden dir/file

self.check\_button = tkinter.Checkbutton(self.title\_frame, text = "Hidden", font = ("Helvetica", 10), padx = 1, pady = 1, variable = self.hidden\_dir, command = self.refresh\_window)

self.check\_button.pack(side = 'left')

#main frame

self.main\_frame = tkinter.Frame(self.root)

self.main\_frame.pack()

# scroll bar

self.scrollbar\_vert = tkinter.Scrollbar(self.main\_frame, orient="vertical")

self.scrollbar\_vert.pack(side = 'right', fill = 'y')

self.scrollbar\_hor = tkinter.Scrollbar(self.main\_frame, orient="horizontal")

self.scrollbar\_hor.pack(side = 'bottom', fill = 'x')

#canvas

self.canvas = tkinter.Canvas(self.main\_frame, borderwidth=0, bg = 'white')

self.inner\_frame = tkinter.Frame(self.canvas, bg = 'white')

#команды для прокрутки

self.scrollbar\_vert["command"] = self.canvas.yview

self.scrollbar\_hor["command"] = self.canvas.xview

#настройки для canvas

self.canvas.configure(yscrollcommand=self.scrollbar\_vert.set, xscrollcommand = self.scrollbar\_hor.set, width=400, heigh=250)

self.canvas.pack(side='left', fill='both', expand=True)

self.canvas.create\_window((0,0), window=self.inner\_frame, anchor="nw")

#отрисовываем содержимое лиректории

self.dir\_content()

def root\_click(self, event):

''' функция для обработки события клика в root'''

#если есть контекстные меню - отменяем

if self.file\_context\_menu:

self.file\_context\_menu.unpost()

if self.main\_context\_menu:

self.main\_context\_menu.unpost()

if self.dir\_context\_menu:

self.dir\_context\_menu.unpost()

def dir\_content(self):

''' функция для определения содержимого текущей директории'''

#содержимое в текущей директории

dir\_list = os.listdir(self.path\_text.get())

path = self.path\_text.get()

if not dir\_list:

#общее контекстное меню

self.main\_context\_menu = MainContextMenu(self, self.canvas)

self.canvas.bind('<Button-3>', self.main\_context\_menu.popup\_menu)

if self.buff:

self.main\_context\_menu.add\_command(label="Вставить", command = self.main\_context\_menu.insert\_to\_dir)

self.inner\_frame.bind('<Button-3>', self.main\_context\_menu.popup\_menu)

#контекстное меню для файлов

self.file\_context\_menu = None

#контекстное меню для директории

self.dir\_context\_menu = None

return None

#общее контекстное меню

self.main\_context\_menu = MainContextMenu(self, self.canvas)

self.canvas.bind('<Button-3>', self.main\_context\_menu.popup\_menu)

if self.buff:

self.main\_context\_menu.add\_command(label="Вставить", command = self.main\_context\_menu.insert\_to\_dir)

#контекстное меню для файлов

self.file\_context\_menu = FileContextMenu(self, self.inner\_frame)

#контекстное меню для директории

self.dir\_context\_menu = DirContextMenu(self, self.inner\_frame)

i = 0

for item in dir\_list:

if os.path.isdir(str(path) + item):

#обрабатываем директории

if os.access(str(path) + item, os.R\_OK):

if (not self.hidden\_dir.get() and not item.startswith('.')) or self.hidden\_dir.get():

photo = tkinter.PhotoImage(file ="img/folder.png")

icon = tkinter.Label(self.inner\_frame, image=photo, bg = 'white')

icon.image = photo

icon.grid(row=i+1, column=0)

folder\_name = tkinter.Label(self.inner\_frame, text=item, bg = 'white', cursor = 'hand1')

folder\_name.bind("<Button-1>", self.move\_to\_dir)

folder\_name.bind("<Button-3>", self.dir\_context\_menu.popup\_menu)

folder\_name.grid(row=i+1, column=1, sticky='w')

else:

if (not self.hidden\_dir.get() and not item.startswith('.')) or self.hidden\_dir.get():

photo = tkinter.PhotoImage(file ="img/folder\_access.png")

icon = tkinter.Label(self.inner\_frame, image=photo, bg = 'white')

icon.image = photo

icon.grid(row=i+1, column=0)

folder\_name = tkinter.Label(self.inner\_frame, text=item, bg = 'white')

folder\_name.bind("<Button-1>", self.move\_to\_dir)

folder\_name.grid(row=i+1, column=1, sticky='w')

else:

#обрабатываем файлы

if (not self.hidden\_dir.get() and not item.startswith('.')) or self.hidden\_dir.get():

ext = self.take\_extention\_file(item)

#фото, картинки

if ext in ['jpeg', 'jpg', 'png', 'gif']:

photo = tkinter.PhotoImage(file ="img/photo.png")

icon = tkinter.Label(self.inner\_frame, image=photo, bg = 'white')

icon.image = photo

icon.grid(row=i+1, column=0)

file\_name = tkinter.Label(self.inner\_frame, text=item, bg = 'white')

file\_name.grid(row=i+1, column=1, sticky='w')

file\_name.bind("<Button-3>", self.file\_context\_menu.popup\_menu)

else:

#другие файлы

if os.access(str(path) + item, os.R\_OK):

photo = tkinter.PhotoImage(file ="img/file.png")

icon = tkinter.Label(self.inner\_frame, image=photo, bg = 'white')

icon.image = photo

icon.grid(row=i+1, column=0)

folder\_name = tkinter.Label(self.inner\_frame, text=item, bg = 'white')

folder\_name.grid(row=i+1, column=1, sticky='w')

folder\_name.bind("<Button-3>", self.file\_context\_menu.popup\_menu)

else:

photo = tkinter.PhotoImage(file ="img/file\_access.png")

icon = tkinter.Label(self.inner\_frame, image=photo, bg = 'white')

icon.image = photo

icon.grid(row=i+1, column=0)

folder\_name = tkinter.Label(self.inner\_frame, text=item, bg = 'white')

folder\_name.grid(row=i+1, column=1, sticky='w')

i += 1

#обновляем inner\_frame и устанавливаем прокрутку для нового содержимого

self.inner\_frame.update()

self.canvas.configure(scrollregion=self.canvas.bbox("all"))

def move\_to\_dir(self, event):

''' функция для перехода в выбранную директорию'''

elem = event.widget

dir\_name = elem["text"]

fool\_path = self.path\_text.get() + dir\_name

if os.path.isdir(fool\_path) and os.access(fool\_path, os.R\_OK):

old\_path = self.path\_text.get()

self.path\_text.set(old\_path + dir\_name + '/')

self.root\_click('<Button-1>')

self.refresh\_window()

def parent\_dir(self):

''' функция для перемещения в родительскую директорию'''

old\_path = [i for i in self.path\_text.get().split('/') if i]

new\_path = '/'+'/'.join(old\_path[:-1])

if not new\_path:

new\_path = '/'

if os.path.isdir(new\_path):

if new\_path == '/':

self.path\_text.set(new\_path)

else:

self.path\_text.set(new\_path + '/')

self.refresh\_window()

def take\_extention\_file(self, file\_name):

''' функция для получения расширения файла'''

ls = file\_name.split('.')

if len(ls)>1:

return ls[-1]

else:

return None

def refresh\_window(self):

''' функция для обновления текущего отображения директорий/файлов'''

for widget in self.inner\_frame.winfo\_children():

widget.destroy()

self.dir\_content()

self.canvas.yview\_moveto(0)

# И наконец, создание окна и запаковка виджетов:

win = MainWindow()

win.root.mainloop()